**Introduction to Numpy**

Numpy is a module of python. The name is an acronym of “Numerical

Python” or “Numeric Python”. It is a fundamental package in Python used

for scientific computational operations.

**Installation of Numpy-**

* pip install numpy / sudo pip install numpy

**Examples on Numpy-**

* **Creating an array**

**Code :**

import numpy as np

my\_list1 = [1,2,3,4]

my\_list2 = [5,6,7,8]

my\_array = np.array(my\_list1)

my\_array = np.array([my\_list1,my\_list2])

print (my\_array)

print (my\_array.shape) //dimension of an array / list

print (my\_array.dtype) //datatype of the members of the array

new\_array1 = np.zeros(5) //array(1x5). All elements are zero

print (new\_array1)

new\_array2 = np.ones([5,5]) //array(5x5) all elements as 1

print (new\_array2)

new\_array3 = np.eye(5) //array(5x5) as identity matrix

print (new\_array3)

new\_array4 = np.arange(5,50,3)

print (new\_array4)

**Output :**

[[1 2 3 4] //combined array output

[5 6 7 8]]

(2, 4) //dimension of array output

Int64 //dtype of array output

[0. 0. 0. 0. 0.] //zeros() array output

[[1. 1. 1. 1. 1.] //ones() array output

[1. 1. 1. 1. 1.]

[1. 1. 1. 1. 1.]

[1. 1. 1. 1. 1.]

[1. 1. 1. 1. 1.]]

[[1. 0. 0. 0. 0.] // eye() array output

[0. 1. 0. 0. 0.]

[0. 0. 1. 0. 0.]

[0. 0. 0. 1. 0.]

[0. 0. 0. 0. 1.]]

[ 5 8 11 14 17 20 23 26 29 32 35 38 41 44 47] //arrange() output

Above code creates two arrays **my\_list1** and **my\_list2** and combines them to form a single **my\_array** using **np.array(my\_list1,my\_list2).**

**arange()-** used to create an array in sequential order  
**Syntax - a=np.arange(length)**

By default, the array starts from 0 and increments by 1

**syntax- a=np.arange(start,end,increment)**

**shape -** indicates the dimension of an array / list

**dtype -** indicates the type of data stored in an array

**zeros()**- creates an array of specified length with all elements as 0.

**ones()**- creates an array of specified length with all elements as 1.

**eye()**- creates an identity matrix of specified length.

* **Operations on array**

**Code:**

import numpy as np

array1 = np.array([[1,2,3,4],[5,6,7,8]])

print (array1)

array2 = array1\*array1 //multiplication

print (array2)

array3 = array1 \*\* 3 //exponential multiplication

print (array3)

array4 = array1 - array1; //subtraction

print (array4)

array5 = array2 - array1;

print (array5)

array6 = 1/array1 ; //reciprocal

print (array6)

**Output:**

[[1 2 3 4] //combined array output

[5 6 7 8]]

[[ 1 4 9 16] // array1 x array1 multiplication output

[25 36 49 64]]

[[ 1 8 27 64] // power of array1 exp multiplication output

[125 216 343 512]]

[[0 0 0 0] // array1 - array1 subtraction output

[0 0 0 0]]

[[ 0 2 6 12]

[20 30 42 56]]

[[1. 0.5 0.33333333 0.25 ] //reciprocal of array1

[0.2 0.16666667 0.14285714 0.125 ]]

* **Array indexes**

**Code :**

import numpy as np

arr = np.arange(0,12)

print (arr)

print (arr[0:5])

print (arr[2:6])

arr[0:5] = 20

print (arr)

arr2 = arr[0:6]

arr2[:] = 29 //all elements are modified

print (arr2) **// important thing**

print (arr) **// important thing**

array\_copy = arr.copy() //for copying the array

print (array\_copy)

arr2d = np.array([[1,2,3],[4,5,6],[7,8,9]])

print (arr2d)

print (arr2d[0][0])

slice1 = arr2d[0:3,0:2] //slices of 2d array

print (slice1)

arr2d[:2,1:] = 15

print (arr2d)

arr\_len = arr2d.shape[0]

print(arr\_len)

for i in range(arr\_len): //using loops to index

arr2d[i] = i;

print (arr2d);

print (arr2d[[0,2]]) //one more way of accessing the rows

print (arr2d[[1,0]])

**Output :**

[ 0 1 2 3 4 5 6 7 8 9 10 11] //output of arr = np.arange(0,12)

[0 1 2 3 4] //output of print (arr[0:5])

[2 3 4 5] //output of print (arr[2:6])

[20 20 20 20 20 5 6 7 8 9 10 11] //output of arr[0:5] = 20

[29 29 29 29 29 29] //output of arr2= arr[0:6] ; arr2[;]=29

[29 29 29 29 29 29 6 7 8 9 10 11] **// output of the copied array**

[29 29 29 29 29 29 6 7 8 9 10 11] **// output of the original array**

[[1 2 3] //output of the combined array

[4 5 6]

[7 8 9]]

1 //value at the index (0,0)

[[1 2] //slices of the array arr2d[0:3,0:2]

[4 5]

[7 8]]

[[ 1 15 15] //output of the sliced arr2d[:2,1:] = 15

[ 4 15 15] // making it’s value to 15

[ 7 8 9]]

3 // arr2d.shape[0] here 0 for rows 1 for columns

[[0 0 0] //created using loops

[1 1 1]

[2 2 2]]

[[0 0 0] //accessing the rows using arr2d[[0,2]]

[2 2 2]]

[[1 1 1]

[0 0 0]]

In **a:b** here **a-row, b-column**. Accesses all the elements from a to b.

While using Numpy we cannot create the copy of the array implicitly. We have to make the copy of the array using compy() function

**a.copy() -** creates the copy of the array **a** .

In the above code you can see a important thing where you made the changes on **arr2** which are reflected on the original array **arr**. To avoid this type of changes we have to use the copy function.

**arr2d.shape[0]** returns the number of rows in the array whereas **arr2d.shape[1]** returns the number of columns in the array.

* **Universal Array functions**

**Code :**

import numpy as np

A = np.arange(15)

print (A)

A = np.arange(1,15,2)

print (A)

B = np.sqrt(A) //square root

print (B)

C = np.exp(A) //exponential

print (C)

D = np.add(A,B) //add

print (D)

E = np.maximum(A,B) //maximum

print (E)

**Output :**

[ 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14]

[ 1 3 5 7 9 11 13]

[1. 1.73205081 2.23606798 2.64575131 3. 3.31662479

3.60555128] //square root

[2.71828183e+00 2.00855369e+01 1.48413159e+02 1.09663316e+03 //exponential

8.10308393e+03 5.98741417e+04 4.42413392e+05]

[ 2. 4.73205081 7.23606798 9.64575131 12. 14.31662479 //addition

16.60555128]

[ 1. 3. 5. 7. 9. 11. 13.] //maximum

**sqrt()** - returns the square root

**exp()** - returns e^ to the element where e is the Euler’s number

**add()** - returns the addition of two elements

**max()** - returns the maximum value

* **Saving and loading elements from external libraries**

**Code :**

import numpy as np

arr = np.arange(10)

print (arr)

np.save('saved\_array',arr) //saving single array

new\_array = np.load('saved\_array.npy') //loading single array

print (new\_array)

array\_1 = np.arange(25)

array\_2 = np.arange(30)

np.savez('saved\_archive.npz',x = array\_1,y = array\_2)

//save multiple arrays

load\_archive = np.load('saved\_archive.npz')

//loading the multiple arrays

print ('load\_archive[x] is')

print (load\_archive['x'])

//loading one of the array from multiple arrays

print ('load\_archive[y] is')

print (load\_archive['y'])

np.savetxt('notepadfile.txt',array\_1,delimiter=',')

//saving the array in text file with delimiter **“ , ”**

load\_txt\_file = np.loadtxt('notepadfile.txt',delimiter=',')

//loading the array from text file with delimiter **“ , ”**

print ("load\_txt\_file is")

print (load\_txt\_file)

**Output :**

[0 1 2 3 4 5 6 7 8 9] //created array

[0 1 2 3 4 5 6 7 8 9] //saved array output after loading

load\_archive[x] is

[ 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23

24] //loading one of the array from multiple saved arrays

load\_archive[y] is

[ 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23

24 25 26 27 28 29]

load\_txt\_file is

[ 0. 1. 2. 3. 4. 5. 6. 7. 8. 9. 10. 11. 12. 13. 14. 15. 16. 17.

18. 19. 20. 21. 22. 23. 24.] //loaded from the text file

**np.save()**- saves an array

**np.load()**-loads an array

**np.savez()**- saves multiple arrays

**np.savetxt()**- saves an array in text format

**np.loadtxt()**- loads the array stored in text format

Saving and loading the files from external memory **helps to save the memory**.

* **Conditional clauses, standard functions and boolean expressions**

**Code :**

import numpy as np

x = np.array([100,400,500,600]) //each member 'a'

y = np.array([10,15,20,25]) //each member 'b'

condition =np.array([True,True,False,False]) //each member cond

z = [a if cond else b for a,cond,b in zip(x, condition, y)]

print (z) //loop condition

//np.where(#condition,#value for yes, #value for No)

z2 = np.where(condition,x,y)

print (z2)

z3 = np.where(x>0,0,1)

print (z3)

print (x.sum()) // x sum

n = np.array([[1,2],[3,4]])

print (n.sum(0)) // column sum

print (x.mean()) // mean

print (x.std()) // standard deviation

print (x.var()) // variance

condition2 = np.array([True,False,True])

print (condition2.any()) // or operator

print (condition2.all()) // and operator

unsorted\_array = np.array([1,2,8,10,7,3])

unsorted\_array.sort() // sorting in numpy arrays

print (unsorted\_array)

arr2 = np.array(['solid','solid','solid','liquid','liquid','gas','gas'])

print (np.unique(arr2))

print (np.in1d(['solid','gas','plasma'],arr2))

**Output :**

[100, 400, 20, 25] //loop condition output

[100 400 20 25] //output using where

[0 0 0 0] //output of z3

1600 // x sum

[4 6] // column sum

400.0 // mean

187.08286933869707 // standard deviation

35000.0 // variance

True // .any() output

False // .all() output

[ 1 2 3 7 8 10] // sorted array using numpy

['gas' 'liquid' 'solid'] // .unique() output

[ True True False] // .in1d() output

**.in1d()** - returns boolean value if the given element is present in the array

**.unique()** - returns the sorted array removing the repeated elements

**.all()** - returns True when all elements in the given iterable are true

**.any()** - returns True when all elements in the given iterable are true

**.sort()** - returns the sorted array

**.sum()** - retuns the array sum

**.mean() , .std() , .var()** - returns the mean, standard deviation and variance respectively

**.where(condition,Yes,No)** - returns the indices when condition satisfies

**Introduction to Matplotlib**

Matplotlib is a library of python for making 2d plots of arrays. Matplotlib tries to make easy things easy and hard things possible. You can generate plots, histograms, power spectra, bar charts, error charts, scatterplots, etc., with just a few lines of code

**Installation of matplotlib-**

* pip install matplotlib / sudo pip install matplotlib

**Example :**

* **Plotting a function**

**Code :**

import numpy as np

import matplotlib.pyplot as plt

a=np.arange(-100,100,10)

print(a)

dx, dy = np.meshgrid(a,a) #groups the point with every other point

print("dx ",dx)

print("dy ",dy)

function1=2\*dx+3\*dy

function2=np.cos(dx)+np.cos(dy)

print(function1)

print(function2)

plt.imshow(function1)

plt.title('Function of 2\*dx+3\*dy')

plt.colorbar()

plt.savefig('myfig1.png')

plt.imshow(function2)

plt.title('Function of Cos(dx)+Cos(dy)')

plt.colorbar()

plt.savefig(‘myfig2.png')

**Output :**
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In the above code

**.meshgrid()** - used to create a rectangular grid out of two given dimensional arrays

**imshow()** - used for displaying values/images

**title()** - assigns a title for the result

**colorbar()** - Adds a colorbar to a plot

**savefig()** - saves the plot as a png file

**Introduction to Pandas**

pandas is a software library written for the Python programming language for data manipulation and analysis.

**Installation of Pandas -**

* pip install pandas / sudo pip install pandas

**Examples on Pandas**

* **Series in Pandas**

**Code :**

Import pandas as pd

s=pd.Series([5,10,15,20])

print("Series=",s)

print("Values=",s.values)

print("Index=",s.index)

**Output :**

Series= 0 5 //printing the data and index and data type

1 10

2 15

3 20

dtype: int64

Values= [ 5 10 15 20] // values of the series

Index= RangeIndex(start=0, stop=4, step=1) // indexes of the series

In the above code

syntax- pandas.Series(data,index)

.values()-prints the values of the series

.index()- prints the indexes of the series

We can also create Series by passing an array to it and we can create our own set of indexes

**Code :**

import pandas as pd

data=np.array(['a','b','c'])

s1=pd.Series(data)

print(s1)

s2=pd.Series(data,index=[100,101,102])

print(s2)

s3=pd.Series(data,index=['A','E','I'])

print(s3)

**Output :**

0 a // prints the default index

1 b

2 c

dtype: object

100 a // prints the customized index

101 b

102 c

dtype: object

A a // prints the customized index

E b

I c

dtype: object

We can also use conditions within the series to manipulate the data. We can also convert the series into a dictionary using **.to\_dict()**.

**Code :**

import pandas as pd

revenue=pd.Series([20,80,40,35],index=['Ola','Uber','grap','gojek'])

print(revenue)

print(revenue['Ola'])

print(revenue[revenue>=35])

print( 'Ola' in revenue)

print('Car' in revenue)

revenue\_dict=revenue.to\_dict()

print(revenue\_dict)

**Output :**

Ola 20 //created series

Uber 80

grap 40

gojek 35

dtype: int64

20 // returned the data with respect to the given index

Uber 80 // applying conditions to the given index

grap 40

gojek 35

dtype: int64

True // returns **true** as Ola present in revenue

False // returns **false** as Ola not present in revenue

{'Ola': 20, 'Uber': 80, 'grap': 40, 'gojek': 35} //converted to dictionary

**Code :**

index2=['Ola','Uber','grap','gojek','lyft']

revenue2=pd.Series(revenue,index2)

print(revenue2)

print(pd.isnull(revenue2))

print(pd.notnull(revenue2))

**Output :**

Ola 20.0 // printing the index and data of revenue2

Uber 80.0

grap 40.0

gojek 35.0

lyft NaN

dtype: float64

Ola False // output of **.isnull()**

Uber False

grap False

gojek False

lyft True

dtype: bool

Ola True // output of **.notnull()**

Uber True

grap True

gojek True

lyft False

dtype: bool

**.isnull()**- returns true if null value is present else false.

**.notnull()**- returns true if the value is not present else false.

We can add two series by using **“ + ”** operator and we can also assign names to the series.

**Code :**

index2=['Ola','Uber','grap','gojek','lyft']

revenue2=pd.Series(revenue,index2)

print(revenue2)

print(revenue+revenue2)

revenue2.name="Company Revenues"

revenue2.index.name="Company Name"

print(revenue2)

**Output :**

Ola 40.0 //adding the two series

Uber 160.0

gojek 70.0

grap 80.0

lyft NaN

dtype: float64

Company Name // assigned the names

Ola 20.0

Uber 80.0

grap 40.0

gojek 35.0

lyft NaN

Name: Company Revenues, dtype: float64

* **DataFrame in Pandas**

**Code :**

import pandas as pd

import numpy as np

from pandas import Series,DataFrame

df=pd.read\_clipboard()

print(df)

#access indexes and columns

print(df.columns)

print(df['Industry'])

#multiple columns

print(DataFrame(df,columns=['Rank','Industry','Name']))

#NaN values

df2=DataFrame(df,columns=['Rank','Industry','Name','Profit'])

print("New dataFrame=")

print(df2)

#head and tail

print(df2.head(4)) #prints first 5 rows

print(df2.tail(4)) #prints last 5 rows

#access rows in dataframe

#print(df.ix[0]) #does not work

print(df.iloc[0]) #first row

print(df.loc[5]) #5th row

#assign values to dataframe using numpy

a1=np.array([1,2,3,4,5,6,7,8])

df2['Profit']=a1

print(df2)

#using series

profit=Series([900,100],index=[3,5])

df2['Profit']=profit

print(df2)

#deletion

del df2['Profit']

print(df2)

#use dictionary with dataframe

sample= {

'Company':['A','B'],

'Profit':[1000,5000]

}

print(sample)

dict\_df=DataFrame(sample)

print(dict\_df)

**read\_clipboard()** - read the value for the data frame copied on the clipboard

df=pd.read\_clipboard()

print(df)

**df.columns()** - displays all the columns in the dataframe

We can also access the columns by specifying the name of the columns

#access indexes and columns

print(df.columns)

print(df['Industry'])

We can also access multiple columns

#multiple columns

print(DataFrame(df,columns=['Rank','Industry','Name']))

![](data:image/png;base64,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)

**.head(n)** - return the first n values in the dataframe.

**.tail(n)** - returns the last n values in the dataframe.

We can also access individual rows using iloc() or loc() function

#head and tail

print(df2.head(4)) #prints first 5 rows

print(df2.tail(4)) #prints last 5 rows

#access rows in dataframe

#print(df.ix[0]) #does not work

print(df.iloc[0]) #first row

print(df.loc[5]) #5th row

#assign values to dataframe

#using numpy

a1=np.array([1,2,3,4,5,6,7,8])

df2['Profit']=a1

print(df2)

The above code assigns the values of array a1 to the Profit column.

#using series

profit=Series([900,100],index=[3,5])

df2['Profit']=profit

print(df2)

Values 900 and 100 are assigned at the index 3 and 5.

#deletion

del df2['Profit']

print(df2)

**del**- deletes the entire column from the dataframe.

#use dictionary with dataframe

sample= {

'Company':['A','B'],

'Profit':[1000,5000]

}

print(sample)

dict\_df=DataFrame(sample)

print(dict\_df)

The above code converts a dictionary sample into a dataframe. This can be done by passing dict in the DataFrame()
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* **Indexes in Pandas**

s1=pd.Series([10,20,30,40],index=['A','B','C','D'])

print(s1)

index1=s1.index

print(index1)

**.index** – returns the index values

#index operations

print(index1[2])

print(index1[2:])

Returns the value at index 2 and value from index 2 to the last index, respectively.

Negative Indexes

#negative indexes

print(index1[-2:]) #ignores the first 2 elements

print(index1[:-2]) #ignores the last 2 elements

Range of Indexes

print(index1[1:4])

prints all the indexes from 1 to 3(index starts from 0)

Note- index once assigned cannot be changed using = operator.

#create a new series

s1=Series([1,2,3,4],index=['e','f','g','h'])

print(s1)

#creating new indexes using reindex

s2=s1.reindex(['e','f','g','h','i','j'])

print(s2)

**reindex()** - is used to change the index values of Series.

#using fill value

s2=s2.reindex(['e','f','g','h','i','j','k'],fill\_value=10)

print(s2)

#using ffill

cars=Series(['Audi','BMW','Honda'],index=[0,4,8])

print(cars)

ranger=range(13)

print(ranger)

cars=cars.reindex(ranger,method="ffill")

print(cars)

**fill()**- fills in the given value to the new index

**ffill()**- forward fill is used to fill the missing values.

#create new df suing random

#reindex rows of data frame

df1=DataFrame(randn(25).reshape(5,5),index=['a','b','c','d','e'],columns=['c1','c2','c3','c4','c5'])

print(df1)

df2=df1.reindex(['a','b','c','d','e','f'])

print(df2)

**.randn(n)** - provides n random numbers.

**.reshape(m,n)** - reshapes the given values into m rows and n columns.

The above code creates a new dataframe using random values.

We can also re-index the column values using reindex()

#reindex cols

df3=df2.reindex(columns=['c1','c2','c3','c4','c5','c6'])

print(df3)

We can re-index both rows and cols simultaneously by using ix[] or loc[] or iloc[]

df4=df1.loc[['a','b','c','d','e','f'],['c1','c2','c3','c4','c5','c6']]

print(df4)

* **Dropping entries in Series and DataFrame in Pandas**

**Code :**

import pandas as pd

import numpy as np

from pandas import Series,DataFrame

cars=pd.Series(['BMW','Audi','Honda'],index=['a','b','c'])

print(cars)

#drop entries

cars=cars.drop('a')

print(cars)

#df

cars\_df=DataFrame(np.arange(9).reshape(3,3),index=[ 'BMW' , 'Audi' , 'Honda' ] , columns=['rev','profit','expenses'])

print(cars\_df)

#drop rows

cars\_df=cars\_df.drop('BMW',axis=0)

print(cars\_df)

#drop cols

cars\_df=cars\_df.drop('profit',axis=1) #axis=0 for index

print(cars\_df) #axis=1 for columns

drop series values

syntax- **series\_name.drop(‘index\_name’)**

drops the elements of the given index

drop rows and cols in a dataframe

dataframe\_name.drop(‘index\_name’,axis=0) // for index

dataframe\_name.drop(‘column\_name’,axis=1) //for columns

* **Handling null values in Pandas**

**Code :**

import numpy as np

import pandas as pd

from pandas import Series,DataFrame

s1=Series(['A','B','C','D','E',np.nan])

print(s1)

#validate

print(s1.isnull())

#drop for unavailbale values

print(s1.dropna())

df=DataFrame([[1,2,3], [4,5,np.nan], [7,np.nan,10], [np.nan,np.nan,np.nan]])

print(df)

#drona in dataframe

print(df.dropna()) //deletes the entire row that has at least one NaN entry

print(df.dropna(how="all"))

#dropna corresponding to columns

print(df.dropna(axis=1)) //column wise deletion

df2=DataFrame([[1,2,3,np.nan],[4,5,6,7],[8,9,np.nan,np.nan],[12,np.nan,np.nan,np.nan]])

print(df2)

print(df2.dropna(thresh=3)) #should contain at least 3 data values (for rows)

print(df2.dropna(thresh=3,axis=1)) #for cols

#fillna

print(df2.fillna('-')) #fills all the null values by 0

print(df2.fillna({0:0,1:50,2:100,3:200})) #replaces null value in col 1 by 0, col2 by 50, col3 by 100 and col4 by 200

**.isnull()**- returns true if the entry is null else false

**.dropna()**- drops null values

Note- .dropna() drops every row with at least one null entry

**np.nan()**-creates a null entry.

**.dropna(how="all")**- drops only those rows in which all the entries are null.

**.dropna(axis=1)**- drops the elements column wise.

**.dropna(thresh=3)**- drops the row if it contains less than 3 values

**.dropna(thresh=3,axis=1)**- works column wise.

**.fillna(' ')**- fills the null values with the specified value.

* **Accessing the elements of Series and DataFrame in Pandas  
  Code :**

import pandas as pd

import numpy as np

s1=pd. Series([100,200,300],index=['A','B','C'])

print(s1)

#access element of series

print(s1['A'])

#access multiple elements

print(s1[['A','B']])

elements of a series can be accessed by specifying the index of the series. Multiple elements of a series can also accessed by passing multiple index values.

#number indexes

print(s1[0]) //equivalent to s1['A']

#accessing multiple elements

print(s1[0:2])

print(s1[0:4])

#conditional indexes

print(s1[s1>150])

print(s1[s1==300])

We can also pass the number as index instead of index values to save time. Conditional statements can also be used with Series as shown above.

df1=DataFrame(np.arange(9).reshape(3,3),index=['Car','Bike','Cycle'],columns=['A','B','C'])

print(df1)

#col wise

print(df1['A'])

print(df1[['A','B']]) //multiple values

print(df1>5)

print(df1.loc['Bike']) //access elements using ix function

elements of a dataframe can be accessed by in a similar way as that of Series by passing column values.

**df1[]>5**- returns true if the values are greater than 5 else false

* **Alignment of elements in Pandas  
  Code:**

import pandas as pd

import numpy as np

from pandas import Series,DataFrame

s1= Series([100,200,300],index=['A','B','C'])

s2= Series([300,400,500,600],index=['A','B','C','D'])

print("Sum of Series=",s1+s2)

#dataframe

df1=DataFrame(np.arange(4).reshape(2,2),index=['Car','Bike'],columns=['A','B'])

df2=DataFrame(np.arange(9).reshape(3,3),index=['Car','Bike','Boat'],columns=['A','B','C'])

print("Df1\n",df1)

print("Df2\n",df2)

print("Sum of DataFrames\n",df1+df2)

df1=df1.add(df2,fill\_value=0)

print(df1)

s3=df2.iloc[0]

print(df2-s3)

**‘+’** operator when used on the 2 series adds the corresponding indexes of the series. Null values are not considered and output is – **nan**

**‘+’** operator when used on the 2 dataframes adds the corresponding indexes of the series. Null values are not considered as **0**.

* **Ranking and Sorting in Pandas**  
  import numpy as np

import pandas as pd

from pandas import Series,DataFrame

from numpy.random import randn

s1=Series([500,1000,1500],index=['a','c','b'])

print(s1)

#sorting by index

print(s1.sort\_index())

#sort by values

print(s1.sort\_values())

#ranking of series

print(s1.rank())

s2=Series(randn(4))

print(s2)

print(s2.rank())

**.sort\_index**- sorts the series by its index value

**.sort\_value**- sorts the series by the value of elements

**.rank()**- first sorts the series by its value(elements) and then assigns rank accordingly

Ex:
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* **Statistics in Pandas**   
  from pandas import Series,DataFrame

import numpy as np

from numpy.random import randn

import matplotlib.pyplot as plt

array1 = np.array([[10,np.nan,20],[30,40,np.nan]])

print (array1)

df1 = DataFrame(array1,index=[1,2],columns=list('ABC'))

print (df1)

print (df1.sum()) #sums along each column

print(df1.sum(axis=1)) #sum along indexes

print (df1.min())

print (df1.max())

print(df1.idxmax())

print (df1.cumsum())

print (df1.describe())

df2 = DataFrame(randn(9).reshape(3,3), index=[1,2,3], columns=list('ABC'))

print (df2)

plt.plot(df2)

plt.legend(df2.columns,loc="lower right")

plt.savefig('samplepic.png')

plt.show()

**.min() / .max()** - returns min and max value in each column of the dataframe respectively.

.**idxmax()** - returns the index containing highest value in the dataframe.

**.cumsum()**- returns the cumulative sum of the columns of dataframe.

**.describe()**- returns values such as count, mean , min, max etc. As shown below

**.plot()**- used to plot the dataframe values.

Plots can be made as **line, bar , box, hist etc**.

Ex-
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**.plot(hist)**-plots a histogram

**Legend**- is used to identify each data element uniquely.

**legend(df2.columns,loc="lower right")**- displays the legend object at the lower right corner.

**.show()**-displays the plot.

ser1 = Series(list('abcccaabd'))

print (ser1.unique())

print (ser1.value\_counts())

**.unique()**-prints only the distinct values in the series.

**.value\_counts()**- prints the count of each element in the series.